
Figure 1. Overall process of MuGenFBD
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Abstract 
    Since function block diagram (FBD) programs are widely used to implement safety-critical systems, effective 
testing for FBD programs has become important. Mutation testing is an error-based technique. It is highly effective but 
computationally expensive. To support developers for FBD testing, we propose an automated mutant generator for FBD 
programs. We designed this tool with the cost and equivalent mutant issues in consideration. We conducted experiments 
on real industrial examples to present the performance of this tool. The results show that this tool can generate mutants 
for FBD programs automatically with low probability of equivalent mutants and low cost. This tool can effectively 
support mutation analysis and mutation-adequate test generation for FBD programs. 

1. Introduction 
The testing for Programmatic Logic Controller (PLC) 

programs has become an important issue since the PLCs have 
been used to implement safety-critical systems. As Function 
Block Diagram (FBD) is one of the standard PLC programming 
languages defined in IEC 61131-3 [1], the effective testing of 
FBD programs is also necessary. Mutation testing is an effective 
technique to measure fault detection capability of test data and 
also a way to achieve the high quality required in critical 
software [2]. 

We propose a tool called MuGenFBD to automatically 
generate mutants for FBD programs based on the defined 
mutation operator [3]. We consider the cost of mutation testing 
and equivalent mutant raising issues in our approach. This tool 
can considerably ease the mutation analysis and the generation 
of mutation adequate test suite for FBD programs. 
2. Related work 

For FBD testing, some existing studies evaluated 
effectiveness of test suites [4] and generated mutation adequate 
test suites [5] by mutation testing method. Shin et al. [4] 
conducted mutation analysis to investigate the fault detection 
capability of test suite and defined five mutation operators: 
Constant Value Replacement (CVR), Inverter Insertion or 
Deletion (IID), Arithmetic Block Replacement (ABR), Logic 
Block Replacement (LBR), and Comparison Block replacement 
(CBR). Eniou et al. [5] proposed mutation-based test suite 
generation by model checking and defined six mutation 
operators. The difference between these two mutation operator 
sets is the additional timer block replacement operator defined 
in Eniou et al.’s work. 

Jee et al. [3] extended Shin et al.’s work and defined 13 
mutation operators which includes all the mutation operators 
defined in the previous work. This mutation operator set covers 
most of defined functions and function blocks. Considering the 
misplacement of inputs, this mutation operator set also includes 
SWitched Inputs (SWI) operator. 
3. Mutant generator for FBD programs 
3.1. Overall process 

The overall process of MuGenFBD is shown in Figure 1. 
MuGenFBD takes subject FBD programs in XML format and 
mutation operator selection as input. For each block, 
MuGenFBD applies the corresponding block replacement 
operator with number of inputs in consideration if the block 
replacement operator is selected; MuGenFBD applies the SWI 
operator with equivalent mutant issues in consideration if the 
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Table 1. Probabilities of generating equivalent mutants 

SWI operator is selected; MuGenFBD applies the IID operator 
if the IID operator is selected. For each constant, MuGenFBD 
applies the CVR operator when the operator is selected. 
3.2. Issues of block replacement operators 

Among all functions, there are some extensible functions. 
The number of inputs in extensible functions can be increased. 
The number of inputs is fixed in non-extensible functions. In the 
same group, there might be some extensible functions and some 
non-extensible functions, and there might be some different 
numbers of input or output between blocks. Thus, when we 
designed the block replacement mutation operators, we also 
considered whether the block is extensible or not and different 
number of inputs and outputs between blocks. 
3.3. Equivalent mutant raising issues 

An equivalent mutant is functionally equal to the original 
program. Calculating mutation score should exclude equivalent 
mutants. Thus, the chance for generating equivalent mutants 
should be limited. We found the SWI operator can possibly 
generate equivalent mutants. For instance, if we apply this 
mutation operator to the AND block, there’s no influence on the 
logic (behavior). Hence, when applying the SWI operator, we 
carefully exclude functions that produce equivalent mutants, 
such as ADD (addition), AND, OR, etc. 
4. Empirical evaluation 
4.1. Subject programs 

We chose our subject programs from the Korean Nuclear 
Instrumentation and Control System (KNICS) project's BP 
system [6]. The BP system includes about 20 modules that can 
be categorized into heartbeat (HB) monitoring modules and five 
types of trip decision modules: fix-falling (FFTD), fix-rising 
(FRTD), variable-rate-falling (VFTD), variable-rate-rising 
(VRTD), and manual-reset-falling (MFTD). To test scalability 
of the proposed approach, the combinedTD module is 
developed by combining several modules in the BP system. We 
designed three more subject programs, which are simTRIP, 
simGRAVEL, and LAUNCHER, to cover all function block 
groups. Table 1 shows the size information of each subject 
program. 
4.2. Experiment 

To demonstrate the performance of our tool, we applied our 
tool to subject programs. There are three aspects that we want to 
show the performance: (1) probability of producing equivalent 
mutants, (2) mutation operator selection, and (3) time efficiency. 
Probability of producing equivalent mutants:  

While selecting all the mutation operators, we executed 
MuGenFBD on all subject programs. As shown in Table 1, in 
half of cases, no equivalent mutants were found. In average, 

there is only 1.3 percent of probability of generating equivalent 
mutants. We utilized the SMT solver to identify equivalent 
mutants by finding a solution to distinguish the mutant from the 
original program. Without the automated mutant generation, we 
cannot evaluate the quality of mutation operator set. 
Mutation operator selection:  

MuGenFBD can support users freely select their desired 
mutation operators. First, we selected the original mutation 
operator set: CVR, IID, ABR, LBR, and CBR [4]. Second, we 
selected all the implemented mutation operators. In average, the 
extended mutation operator set generates over 44% more 
mutants than the original mutation operator set. 
Time Efficiency:  

To present the efficiency, we selected all the mutation 
operators and executed MuGenFBD on the large scale program 
called combinedTD. MuGenFBD took around three minutes to 
generate up to 1948 mutants. MuGenFBD is considered to 
provide practically usable performance. 
5. Conclusion 

This paper proposed an automated mutant generator called 
MuGenFBD for FBD programs by considering the cost and 
equivalent mutant issues. MuGenFBD achieved significantly 
low chance for producing equivalent mutants by only 1.3 
percentage. For large scale program, MuGenFBD generated 
1948 mutants in around three minutes. According to results, 
MuGenFBD can ease the mutation analysis and the automated 
generation of mutation-based test suites for FBD programs. In 
future work, we plan to develop a tool, which can automatically 
generate mutation-based test suite, with the help of MuGenFBD. 
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